Relational Algebra

Relational algebra is a procedural query language. It gives a step by step process to obtain the result of the query. It uses operators to perform queries.

Types of Relational operation
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1. Select Operation:

* The select operation selects tuples that satisfy a given predicate.
* It is denoted by sigma (σ).

1. Notation:  σ p(r)

**Where:**

**σ** is used for selection prediction  
**r** is used for relation  
**p** is used as a propositional logic formula which may use connectors like: AND OR and NOT. These relational can use as relational operators like =, ≠, ≥, <, >, ≤.

**For example: LOAN Relation**

|  |  |  |
| --- | --- | --- |
| **BRANCH\_NAME** | **LOAN\_NO** | **AMOUNT** |
| Downtown | L-17 | 1000 |
| Redwood | L-23 | 2000 |
| Perryride | L-15 | 1500 |
| Downtown | L-14 | 1500 |
| Mianus | L-13 | 500 |
| Roundhill | L-11 | 900 |
| Perryride | L-16 | 1300 |

**Input:**

1. σ BRANCH\_NAME="perryride" (LOAN)

**Output:**

|  |  |  |
| --- | --- | --- |
| **BRANCH\_NAME** | **LOAN\_NO** | **AMOUNT** |
| Perryride | L-15 | 1500 |
| Perryride | L-16 | 1300 |

2. Project Operation:

* This operation shows the list of those attributes that we wish to appear in the result. Rest of the attributes are eliminated from the table.
* It is denoted by ∏.

1. Notation: ∏ A1, A2, An (r)

**Where**

**A1**, **A2**, **A3** is used as an attribute name of relation **r**.

**Example: CUSTOMER RELATION**

|  |  |  |
| --- | --- | --- |
| **NAME** | **STREET** | **CITY** |
| Jones | Main | Harrison |
| Smith | North | Rye |
| Hays | Main | Harrison |
| Curry | North | Rye |
| Johnson | Alma | Brooklyn |
| Brooks | Senator | Brooklyn |

**Input:**

1. ∏ NAME, CITY (CUSTOMER)

**Output:**

|  |  |
| --- | --- |
| **NAME** | **CITY** |
| Jones | Harrison |
| Smith | Rye |
| Hays | Harrison |
| Curry | Rye |
| Johnson | Brooklyn |
| Brooks | Brooklyn |

3. Union Operation:

* Suppose there are two tuples R and S. The union operation contains all the tuples that are either in R or S or both in R & S.
* It eliminates the duplicate tuples. It is denoted by ∪.

1. Notation: R ∪ S

A union operation must hold the following condition:

* R and S must have the attribute of the same number.
* Duplicate tuples are eliminated automatically.

Example:

**DEPOSITOR RELATION**

|  |  |
| --- | --- |
| **CUSTOMER\_NAME** | **ACCOUNT\_NO** |
| Johnson | A-101 |
| Smith | A-121 |
| Mayes | A-321 |
| Turner | A-176 |
| Johnson | A-273 |
| Jones | A-472 |
| Lindsay | A-284 |

**BORROW RELATION**

|  |  |
| --- | --- |
| **CUSTOMER\_NAME** | **LOAN\_NO** |
| Jones | L-17 |
| Smith | L-23 |
| Hayes | L-15 |
| Jackson | L-14 |
| Curry | L-93 |
| Smith | L-11 |
| Williams | L-17 |

**Input:**

1. ∏ CUSTOMER\_NAME (BORROW) ∪ ∏ CUSTOMER\_NAME (DEPOSITOR)

**Output:**

|  |
| --- |
| **CUSTOMER\_NAME** |
| Johnson |
| Smith |
| Hayes |
| Turner |
| Jones |
| Lindsay |
| Jackson |
| Curry |
| Williams |
| Mayes |

4. Set Intersection:

* Suppose there are two tuples R and S. The set intersection operation contains all tuples that are in both R & S.
* It is denoted by intersection ∩.

1. Notation: R ∩ S

**Example:** Using the above DEPOSITOR table and BORROW table

**Input:**

1. ∏ CUSTOMER\_NAME (BORROW) ∩ ∏ CUSTOMER\_NAME (DEPOSITOR)

**Output:**

|  |
| --- |
| **CUSTOMER\_NAME** |
| Smith |
| Jones |

5. Set Difference:

* Suppose there are two tuples R and S. The set intersection operation contains all tuples that are in R but not in S.
* It is denoted by intersection minus (-).

1. Notation: R - S

**Example:** Using the above DEPOSITOR table and BORROW table

**Input:**

1. ∏ CUSTOMER\_NAME (BORROW) - ∏ CUSTOMER\_NAME (DEPOSITOR)

**Output:**

|  |
| --- |
| **CUSTOMER\_NAME** |
| Jackson |
| Hayes |
| Willians |
| Curry |

6. Cartesian product

* The Cartesian product is used to combine each row in one table with each row in the other table. It is also known as a cross product.
* It is denoted by X.

1. Notation: E X D

Example:

**EMPLOYEE**

|  |  |  |
| --- | --- | --- |
| **EMP\_ID** | **EMP\_NAME** | **EMP\_DEPT** |
| 1 | Smith | A |
| 2 | Harry | C |
| 3 | John | B |

**DEPARTMENT**

|  |  |
| --- | --- |
| **DEPT\_NO** | **DEPT\_NAME** |
| A | Marketing |
| B | Sales |
| C | Legal |

**Input:**

1. EMPLOYEE X DEPARTMENT

**Output:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMP\_ID** | **EMP\_NAME** | **EMP\_DEPT** | **DEPT\_NO** | **DEPT\_NAME** |
| 1 | Smith | A | A | Marketing |
| 1 | Smith | A | B | Sales |
| 1 | Smith | A | C | Legal |
| 2 | Harry | C | A | Marketing |
| 2 | Harry | C | B | Sales |
| 2 | Harry | C | C | Legal |
| 3 | John | B | A | Marketing |
| 3 | John | B | B | Sales |
| 3 | John | B | C | Legal |

7. Rename Operation:

The rename operation is used to rename the output relation. It is denoted by **rho** (ρ).

**Example:** We can use the rename operator to rename STUDENT relation to STUDENT1.

1. ρ(STUDENT1, STUDENT)

Join Operations:

A Join operation combines related tuples from different relations, if and only if a given join condition is satisfied. It is denoted by ⋈.

Example:

**EMPLOYEE**

|  |  |
| --- | --- |
| **EMP\_CODE** | **EMP\_NAME** |
| 101 | Stephan |
| 102 | Jack |
| 103 | Harry |

**SALARY**

|  |  |
| --- | --- |
| **EMP\_CODE** | **SALARY** |
| 101 | 50000 |
| 102 | 30000 |
| 103 | 25000 |

1. Operation: (EMPLOYEE ⋈ SALARY)

**Result:**

|  |  |  |
| --- | --- | --- |
| **EMP\_CODE** | **EMP\_NAME** | **SALARY** |
| 101 | Stephan | 50000 |
| 102 | Jack | 30000 |
| 103 | Harry | 25000 |

Types of Join operations:

![DBMS Join Operation](data:image/png;base64,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)

1. Natural Join:

* A natural join is the set of tuples of all combinations in R and S that are equal on their common attribute names.
* It is denoted by ⋈.

**Example:** Let's use the above EMPLOYEE table and SALARY table:

**Input:**

1. ∏EMP\_NAME, SALARY (EMPLOYEE ⋈ SALARY)

**Output:**

|  |  |
| --- | --- |
| **EMP\_NAME** | **SALARY** |
| Stephan | 50000 |
| Jack | 30000 |
| Harry | 25000 |

2. Outer Join:

The outer join operation is an extension of the join operation. It is used to deal with missing information.

**Example:**

**EMPLOYEE**

|  |  |  |
| --- | --- | --- |
| **EMP\_NAME** | **STREET** | **CITY** |
| Ram | Civil line | Mumbai |
| Shyam | Park street | Kolkata |
| Ravi | M.G. Street | Delhi |
| Hari | Nehru nagar | Hyderabad |

**FACT\_WORKERS**

|  |  |  |
| --- | --- | --- |
| **EMP\_NAME** | **BRANCH** | **SALARY** |
| Ram | Infosys | 10000 |
| Shyam | Wipro | 20000 |
| Kuber | HCL | 30000 |
| Hari | TCS | 50000 |

**Input:**

1. (EMPLOYEE ⋈ FACT\_WORKERS)

**Output:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMP\_NAME** | **STREET** | **CITY** | **BRANCH** | **SALARY** |
| Ram | Civil line | Mumbai | Infosys | 10000 |
| Shyam | Park street | Kolkata | Wipro | 20000 |
| Hari | Nehru nagar | Hyderabad | TCS | 50000 |

An outer join is basically of three types:

1. Left outer join
2. Right outer join
3. Full outer join

a. Left outer join:

* Left outer join contains the set of tuples of all combinations in R and S that are equal on their common attribute names.
* In the left outer join, tuples in R have no matching tuples in S.
* It is denoted by ⟕.

**Example:** Using the above EMPLOYEE table and FACT\_WORKERS table

**Input:**

1. EMPLOYEE ⟕ FACT\_WORKERS

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMP\_NAME** | **STREET** | **CITY** | **BRANCH** | **SALARY** |
| Ram | Civil line | Mumbai | Infosys | 10000 |
| Shyam | Park street | Kolkata | Wipro | 20000 |
| Hari | Nehru street | Hyderabad | TCS | 50000 |
| Ravi | M.G. Street | Delhi | NULL | NULL |

b. Right outer join:

* Right outer join contains the set of tuples of all combinations in R and S that are equal on their common attribute names.
* In right outer join, tuples in S have no matching tuples in R.
* It is denoted by ⟖.

**Example:** Using the above EMPLOYEE table and FACT\_WORKERS Relation

**Input:**

1. EMPLOYEE ⟖ FACT\_WORKERS

**Output:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMP\_NAME** | **BRANCH** | **SALARY** | **STREET** | **CITY** |
| Ram | Infosys | 10000 | Civil line | Mumbai |
| Shyam | Wipro | 20000 | Park street | Kolkata |
| Hari | TCS | 50000 | Nehru street | Hyderabad |
| Kuber | HCL | 30000 | NULL | NULL |

c. Full outer join:

* Full outer join is like a left or right join except that it contains all rows from both tables.
* In full outer join, tuples in R that have no matching tuples in S and tuples in S that have no matching tuples in R in their common attribute name.
* It is denoted by ⟗.

**Example:** Using the above EMPLOYEE table and FACT\_WORKERS table

**Input:**

1. EMPLOYEE ⟗ FACT\_WORKERS

**Output:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMP\_NAME** | **STREET** | **CITY** | **BRANCH** | **SALARY** |
| Ram | Civil line | Mumbai | Infosys | 10000 |
| Shyam | Park street | Kolkata | Wipro | 20000 |
| Hari | Nehru street | Hyderabad | TCS | 50000 |
| Ravi | M.G. Street | Delhi | NULL | NULL |
| Kuber | NULL | NULL | HCL | 30000 |

3. Equi join:

It is also known as an inner join. It is the most common join. It is based on matched data as per the equality condition. The equi join uses the comparison operator(=).

**Example:**

**CUSTOMER RELATION**

|  |  |
| --- | --- |
| **CLASS\_ID** | **NAME** |
| 1 | John |
| 2 | Harry |
| 3 | Jackson |

**PRODUCT**

|  |  |
| --- | --- |
| **PRODUCT\_ID** | **CITY** |
| 1 | Delhi |
| 2 | Mumbai |
| 3 | Noida |

**Input:**

1. CUSTOMER ⋈ PRODUCT

**Output:**

|  |  |  |  |
| --- | --- | --- | --- |
| **CLASS\_ID** | **NAME** | **PRODUCT\_ID** | **CITY** |
| 1 | John | 1 | Delhi |
| 2 | Harry | 2 | Mumbai |
| 3 | Harry | 3 | Noida |